### **Design & Analysis of Algorithms**

Midterm

Date: Thursday, Oct. 15, 2020

Name: \_\_\_Chris Grimes\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Note to Grader: Please Ensure that this word document is in Web Layout as my diagrams do not translate well to Read Mode or Print Layout**

* You have 150 minutes for this exam.
* It consists of 5problems worth 50 points each, plus a problem 6 for extra 30 points credit.
* The extra credit will be recorded separately, so make sure you have answered all questions from first 5 problems before moving on to problem 6.
* You need to collect 200 points out of 280 to have an A.

## **Instructions**

Work as many problems as possible. All problems have the same value, but subparts of a problem may have different values (depending on their difficulties, importance, etc). Provide a short preliminary explanation of how an algorithm works before running an algorithm or presenting a formal algorithm description, and use examples or diagrams if they are needed to make your presentation clear. Please be concise and give well-organized explanations. Long, rambling, or poorly organized explanations, which are difficult to follow, will receive less credit.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Problem 1  (50) | Problem 2  (50) | Problem 3  (50) | Problem 4  (50) | Problem 5  (50) | Extra Credit  (30) | Total  (200/280) |
|  |  |  |  |  |  |  |

Problem 1 [Algorithm Analysis].

For each of the following algorithms, indicate their worst-case running time complexity using Big-Oh notation, and give a brief (2-3 sentences each) summary of the  
worst-case running time analysis.  
(a) (10 points) Selection-sort on a sequence of size n.

Selection sort with n elements will have a worst-case run time of O(n2) as the sort must sort all n elements for each of the n elements present in the original sequence. Since, it does n operations per element and there are n elements the Big-Oh notation is O(n\*n) or O(n2).

(b) (10 points) Merge-sort on a sequence of size n.

Merge sort with n elements will have a worst-case run time of O(n logn) as the sort breaks the original sequence into two sub-sequences, each about roughly half the size of the original sequence, and then it sorts the sub-sequences. The sort will recursively split all sequences until the only sequences left have zero or one elements. Once all sequences have 0 or 1 elements the sequences will be merged together by checking each element in each of the two sub-sequences and placing the element with the smallest value in the parent sequence, this continues until all elements are removed from the sub-sequences.

(c) (10 points) Bucket sort on a sequence of n integer keys, each in the range of [0; N]

Bucket sort with n elements will have a worst-case run time of O(n+N) where n is the number of elements in the original sequence and N is the range of the keys found in the original sequence. The sort will declare a second sequence of size N, where N is the range of the keys found in the original sequence, and begin reading the original sequence from beginning to end. Each element in the original sequence will be placed into the second sequence in the index whose value is equal to the elements key, in case of a collision a pointer is declared and points from the index to the second element, this is done for all subsequent collisions. Once the original sequence is empty, we read the second sequence from beginning to end placing the elements back into the original sequence in the order they are found, when an index that has pointers is found, we go through the pointers removing each element and putting it in the original sequence.

(d) (10 points) Find an element in a binary search tree that has n distinct keys.

Finding an element in a binary tree has a worst-case run time of O(h) where h is the height of said binary tree. The height of the binary tree is dependent upon how the original sequence was inserted into the binary tree. If a sorted sequence is inserted the tree will have a height of n where n are the number of elements inserted into said tree. In such a case the root would only have one internal child and that child, itself, would only have one internal child. This would be true of n-1 of the inserted element, with the nth element having two leaf nodes as children.

(e) (10 points) Find an element in a red-black tree that has n distinct keys.

Finding an element in a red-black tree has a worst-case run time of O(log n) as the tree has the property of all nodes to the left of the root are less than or equal to said root, and all nodes to the right of the root are greater than or equal to said root. In addition to this property the red-black trees also have properties to ensure that all leaf nodes are black and the path from each leaf node to the root passes through the same amount of black nodes. With these properties we can ensure that the worst-case run time for finding an element in a red-black tree will have a Big-Oh notation of O(logn).

**Problem 2 [Heap].**

1. (5 points) Give the definition of a (min) heap.

A min heap is a heap that for each node its children have values equal to or greater than it.

1. (10 points) What is the worst-case complexity of heap-sort? Explain.

The worst-case complexity of a heap-sort is O(n logn) where n is the number of elements to be sorted and logn because a well kept heap will keep the height of its tree to logn.

1. (30 pts) Perform sequence of ***insert(10),* *removeMin, insert(3)*** operations on heap ***A.*** Draw the heap after each operation.
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**Problem 3 [Hash Tables].**

You have a hash table of size *m* = 11 and two hash functions *h*1 and *h*2. Here  
are some precomputed hash values:

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| word | ape | bat | bird | cow | dog | goat | hare | koala | mule | panda |
| h1 | 5 | 0 | 5 | 6 | 0 | 2 | 0 | 6 | 1 | 3 |
| h2 | 2 | 5 | 5 | 7 | 1 | 2 | 2 | 4 | 3 | 8 |

1. Draw a picture of the resulting hash-table after inserting the following words in order: dog, hare, ape, mule, bat, panda, cow, koala, goat

Linear Probing

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Index | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 |
| word | Dog | Hare | Mule | Bat | Panda | Ape | Cow | Koala | Goat |  |  |
| h1 | 0 | 0 | 1 | 0 | 3 | 5 | 6 | 6 | 2 |  |  |
| h2 | 1 | 2 | 3 | 5 | 8 | 2 | 7 | 4 | 2 |  |  |

Double Hashing

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Index | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 |
| word | Dog | Mule | Hare | Panda |  | Ape | Cow | Koala | Goat |  | Bat |
| h1 | 0 | 1 | 0 | 3 |  | 5 | 6 | 6 | 2 |  | 0 |
| h2 | 1 | 3 | 2 | 8 |  | 2 | 7 | 4 | 2 |  | 5 |

1. Identify cells that are probed when trying to find the word: bird.  
   Do (1) and (2) using each of the following techniques:
   1. (25 points) Linear probing with *h*1 as your hash function.

Index 5->6->7->8->9->10->0->1->2->3->4 not found

* 1. (25 points) Double hashing with *h*1 as your first hash function and *h*2 as your second hash function.

Index 5->10->4->9->3->8->2->7->1->6->0-> not found

**Problem 4 [Binary Search Variants].** (50 points)

Let *A* be an array of *n* distinct integers sorted in ascending order, and let *x* be an integer which may or may not be in *A*. Describe an algorithm running in *O*(log *n*) time that determines the **number** of integers in *A* that are strictly less than *x*. Analyze the running time of your algorithm to justify that it runs in *O*(log *n*) time.

**Algorithm findLessThan(A, x):**

**Input: an array A, and an integer x**

**Output: z the number of integers less than x**

**z<-0**

**i<- the first index in array A**

**if(A[i]<x)**

**++z**

**if(A[2\*i] < A.size)**

**if(A[2\*i]=<x)**

**findLessThan(A[2\*i], x)**

**if(A[2\*i+1] <A.size)**

**if(A[2\*i+1]=<x)**

**findLessThan(A[2\*i+1], x)**

**return z**

**Problem 5** [Partial Sort]. (50 points)

Suppose the entering freshman class at some university has nstudents. The information pertinent to each student in the class (name, identification number, employment status, etc.) can be found in some element of A, an array of records indexed from 1 to n. Assume the records are in some random order, and that we wish to rearrange the array in-place so that all the unemployed student records precede all the employed student records. Describe and give the pseudocode for an in-place algorithm running in O(n)-time which performs this “partial sort" on A. Assume “status" is a field in each record, with value “employed" or “unemployed".

Algorithm sortEmployment(A):

input: the array of records indexed from 1 to n A

output: the same array that was input, sorted based on employment status with unemployed first

int z<-0

for(int i=0; i< A.size; ++i)

if(A[i].status[0] = ‘u’)

swap(A[i], A[z])

++z

return array A

**“Challenging” (extra credit) problem (30 pts):** *A ‘true’ medieval story…* ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFYAAABDCAIAAACJL2WIAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOxAAADsMB2mqY3AAABUxJREFUeF7tmzF2ozAQhvG+vY9F5e18FVPZqewbJLlBqNZUcJRQUiHfJN2W3hHCILAkRtIQnM3y/PJebDHMfOgfDZJYXa/X6HsfP753+CL61WQvWK1WXxrTZICoXgBWvuLx/PyMuXkoBBhDj9bm5eUF6dK/ieD9/R0ZPzRbEkFySFjM4C/e3TlaLoYgPad1VfC6qKsaQMwRG9LmYgjyLOd1DV4ChQu/ABGkx+TNFkOQ7EEFMcTD4h15VE4GF0NwPBwvPFqtYugCa7YW3aHiTq5TNV4MgRpAvIm38XYpCg+BQMXx+X0BVSDba8z0zE+Zl575pQ2+EYLr8bYvjgf9UAJ1gSwNXl9faQpkhHOQ2PrPehPvNnDS4Evdv53hiZZag6csJekyBELYxtF6M7gbSVSz6naHEfwmm8RQO0Rjg+tIjKnhB4EQZBor67L3hp94BsNdxPZvFhdPTyf5K4wIMEZaWvKnEwPI0LPYwCAkUTakL404CYEGgeo9PydlVnAuvmO/32Sq1x7xL1EXwLHb747J0dSszHc8u3QItAZHIJwQEAhh5HrJi6iJHw4uSYQdEH9jShrMw4xpziZGIPNTH3dVUHpcgbYoU4z0jRhBVKdRpUTNoy5HQF8dfUx01GZlPn520BoMAU2MQFWBnxbG6U3pRzNpgRTBSAWSQZgWxslkBi1QIuD1bqCCthu0WvAoY9K72RRJRGrBw6BWL5QISih4+0zYX857XOCZPpvSjgtkCHgl8paOgLcW9Mago8G4MKjEQpIh5YhQ5xoVBGghPejnkdTsQKIFsl5gUoHfuNBI3VZTEGqBBoFNBZKBQdXmLswNopKjTK+F8I5AgyCyqOAWpVMaN6ng1qfC1D88mwYBqGDyacBpXLCroA2B6HmBAAGH+W+1KDbdIYcayaoCaV9csR0XArVAgCCKcE9vt+eFSY/tKlC14NSzTLeGAAFGBU7jAkoFbUAEE0ehCLAqaHuvbZxrMUGJZaiJxreRaFwIRYBVAbpGKnOcrPpJFCQw4yASiIDjVdBCyCYilHNE2EN0hFAtBCFwU0HLwFreq3OwWAyh40IQAlgVxur2Lh7tuFBO9ZGRmdskSpAWAhDAxHkzk8ewt+tW0Zjj5N36Et6m0MJ0lrXY80fAlWlCNwpcr4X7aUI7B7iouG7TA5yq75FZfwSjaUInCvqSpsImtjZ4JZSQGskTgUiEcOwHMnChoIsWp4LBVeAf8EF44a8FTwT9/BAsckkQzcdCQfwODcQqm6zw7479Gn5q2xg00NqXlwM7YvG2Pby18NNwrYmv2QHmiI7pIWbSic6VzY1CF6TiJTTkUVRXYin9fuZrmxQiHWya+zllR/WPV2voVIkFvzWa0DVF2CYldNg8BbY4dNfjFVQwInLYUMIYk+uCpjVFoAOTQvaFow6lNAjWurVGWIlwWlMMRSDj7VaWLWmpi7xDpEUgl1LUpWqtzVHYI+wffz7wWyzIEHgIyo7Aw6A8xbUXeKfDgYfaRX7vGGQYfjY9zqJB0DmN9AAZYbe+OkkT3/LeFI0QJl3UNujedFC3WCAh2q/olA7JeoEfhUc46z8C8i0Wj3BbHX2YPRc0GzO9dplv2PVs3INFmAvoEYy21UNhU2BWGXQxwc5CdTOeaYvd/alO6ZAewXxvtMHAkZ9Rk6tLI5jtFRN4xijOBWbUXBiBKJNmo/BlEIzEObmC5pjCRflMmA7nrQsgePL45XOkKzVL+3kREDo6nymHEcHp/cf5PEZapp8vwL//inTxc5qRvZXyReNHUkYJAWnrMZtNvps0jeAxA7N45Vqe/gV6sK/JG00p+gAAAABJRU5ErkJggg==)

Sir Arthur de Templar was paid 27 gold coins for the information he provided on the last known location of the Holly Grail. Soon, from the highly trusted sources, he has learned that one of the 27 gold coins is not fully gold (it has some admixture of iron and copper and hence its weight differs (lighter or heavier) from the weight of the other 26 true gold coins). Sir Arthur paid a visit to his closest friend drug-maker Mr. Drugless and in a few seconds they identified the fake coin. Legend says that they used just an old weighing device of Mr. Drugless (depicted in Figure above) and could identify the fake coin in only 4 weightings. Recall that the fake coin maybe lighter or heavier (that is unknown) than the true-gold one.

1. Repeat the procedure used by Sir Arthur de Templar and Mr. Drugless for identifying the fake coin among 27 gold coins in just 4 weightings. (15 pts)

2. Extend it to an algorithm for identifying a single fake coin among *N* given gold coins using minimum number of weightings. How many weightings do you need? (15 pts)

(A weighting is an operation of putting *k* coins on one plate of the device and *k* other coins on the other plate (*k=1,2,3,…*) and checking if the device is in equilibrium, and if not, which plate is heavier, lighter.)